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Abstract: The graphics display plays a crucial role in a Radar 
System. The main objective is to achieve a configurable software 
based scan converter for radar display with rich graphic features 
on an indigenous embedded hardware. An accurate, effective and 
real-time radar display is built by coding a graphics GPU, which 
is coded with help of OpenGL API.  
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I. INTRODUCTION 
RADAR scan conversion, which is needed to 

transform polar coordinate ultrasound data into Cartesian 
coordinate data consumable by standard graphics systems, is 
one of the performance bottlenecks of a Radar Display 
system. Many current systems employ custom FPGA based 
hardware or DSPs to create scan converters. However with 
the increasing speed of computers and their graphics 
systems, PCs are now a viable platform for Radar Display 
systems. This paper proposes using the texture mapping 
capabilities of OpenGL and leverage the graphics system to 
perform scan conversion module of Radar Display. The new 
OpenGL algorithm effectively off-loads the heavy lifting of 
scan conversion, the thousands of interpolations that must be 
performed, to the GPU. This should dramatically improve 
the throughput of the conversion and free up CPU cycles on 
the general purpose processor for other tasks. This paper 
demonstrates the viability of using texture mapping feature 
of OpenGL to perform scan conversion. 

 
With the advancement of Embedded Computing 

Graphics Processing technologies, radar displays are 
changing in terms of performance and rich user interface 
presentation. Modern Graphical Processing Unit [3] 
(GPU's) is sophisticated processors offering multiple cores 
and pipelines. GPUs support their own graphics language to 
run. Figure 1 shows Modern day computer that has a 
dedicated Graphics Processing Unit (GPU) to produce 
images for the display, with its own graphics memory (or 
Video RAM or VRAM).The GPU technology has found a 
niche in embedded systems are variants of desktop or laptop 
graphics cards, featuring GPU's, onboard texture memory. 
This architecture is combined with optimized Open-GL[3] 
drivers for high-speed color bits enables software-based 

video keying at very high speeds. This means that graphics 
comprising underlay and overlays can be seamlessly fused 
with radar, or other sensor video, to create a composite 
display that even surpasses the display capabilities of some 
dedicated hardware L[9]  radar scan converters. OpenGL is 
popular in the embedded graphics community and hence 
being the choice for this implementation. It offers the most 
appropriate feature set, also is well supported by the COTS 
graphic chip providers. OpenGL implementation provides 
application developers a flexible way to produce graphics [4] 
applications.  

 

 
Figure 1. Computer Graphics Hardware 

 
 

II. BASICS OF EMBEDDED GRAPHICS 
I APIs to code GPUs 

OpenGL is a cross platform library that is used for 
interfacing with programmable GPU's for rendering 3D 
graphics. OpenGL[14] is a standard that has grown to be a 
large API[7]. Standardized subsets hence provide a key to 
using OpenGL in safety-critical and deep embedded 
environments, eliminating redundant capability and stressing 
simplicity and small footprint. 

 
 In computer graphics, rendering is process of 
producing image on the display screen from the given 
modular description. This OpenGL simplistically is used in 
our application to draw visuals. Figure 2 shows the rendering 
pipeline of OpenGL, which provides the approach to draw 
2D and 3D data with help of primitive’s elements[10] (points, 
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lines, triangles, line strips, triangle strips, etc). The elements 
are specified using a sequence of vertices, with each vertex 
containing multiple data (position, color, surface normal, 
texture coordinates).  

 
Figure 2. The OpenGL Rendering Pipeline 

 
The rendering pipeline has four stages mainly: 
 

•  Transform and process individual vertices. 
•  Convert each connected vertices (primitive) into 

fragments. A fragment is a pixel which is aligned 
with the pixel grid with attributes (like color, 
position, normal, texture). 

•  Process the individual fragments. 
•  The fragments of all primitives are combined into 

2D color-pixel for the output display. 
 

The GPU's can also be coded with GLSL[11]. That is the 
vertex and fragment processing stages are programmable 
known as vertex shader and fragment shader. The 
rasterization and output merging stages on the other hand are 
not programmable but are configurable (via commands 
issued to the GPU). 
 
II Radar Scan Conversion 
 

The radar-scan[5] data received is the range and 
azimuth information that is in polar coordinates system and 
in order to be displayed on a 2-Dimentional display screen it 
needs to be converted to Cartesian format and this 
conversion is known as Radar scan conversion[15]. As the 
radar antenna moves around the azimuth increases steadily, a 
number of pulses are transmitted to detect targets around the 
site.  Typically can be 4096 pulses (12 bit encoding), 16384 
pulses (14 bit encoding) or 65536 (16 bit encoding) in serial 
form per 360 degree of rotation are known as the ACP 
(Azimuth Count Pulses). The pulses assumed in this software 
code implemented are 4096; however the implementation is 
flexible to be altered to desired pulses. After every complete 
rotation of the antenna new scan data is generated, which is 
converted and hence updated on display screen. The main 
task is to convert these data to Cartesian (x, y) display 
coordinates, creating the necessary display pixels. As the 
input data available to display system is polar coordinate 
form, when displayed as it is will produce a B-mode frame. 
Thus scan conversion is needed to transform the polar 
coordinate data into standard Cartesian coordinates that are 
needed by standard graphics subsystems. Figures 3 and 4 

illustrate a B-mode frame of a radar scan data before and 
after scan conversion. 

 

Figure 3. Raw B-mode RADAR data 
 

 

 
 

Figure 4. Scan-converted radar data. 

III. IMPLEMENTATION 
There are a number of transformation methods to 

perform radar scan conversion; however the most efficient in 
our perspective is used. This implementation uses the texture 
mapping function of OpenGL to map the raw B-mode data 
onto a sector shape that fits the dimensions of the scan 
converted image. The sector is defined using adjacent 
quadrilaterals (quads) as shown in Fig. 5. Two of the vertices 
of each quad are always at the origin (also the axis of rotation 
in the mechanical system) and the other two vertices lie on 
the outside of the sector at distance r from the origin. As the 
quads are defined, texture coordinates are mapped to each 
vertex. Each texture coordinate refers to a specific location in 
the raw B-mode data, and once a texture coordinate has been 
assigned to all four vertices of a quad the OpenGL library 
can map that portion of the data onto the sector. The code 
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excerpt in Fig. 6 demonstrates how the quads and texture 
coordinates are defined. Each time through the loop four 
vertices are defined at the specified angle, two at the origin 
and two at the edge of the sector. The texture coordinates 
mapped to these vertices correspond to the beginning and 
ending points of the vectors in the B-mode image. 

 

Figure 5. Texture vertices mapped to Quadrilateral vertices. 

 
for(int i=0;i<sectors;i=i+1) 
{ 
   glBegin(GL_POLYGON); 

glTexCoord2f(0.0,(float)i/(float)sectors);  
glVertex2f(0.0,0.0); 
glTexCoord2f(1.0,(float)i/(float)sectors);  
glVertex2f(cos((double)i*2*M_PI/sectors) * r, 
sin((double)i*2*M_PI/sectors) * r); 
glTexCoord2f(1.0,(float)(i+1)/(float)sectors);  
glVertex2f(cos((double)(i+1)*2*M_PI/sectors) * r,                                                         
sin((double)(i+1)*2*M_PI/sectors) * r); 
glTexCoord2f(0.0,(float)(i+1)/(float)sectors);  
glVertex2f(0.0,0.0); 

   glEnd(); 
} 

Figure 6. Code illustrating sector definition and texture coordinate 
mapping. 

Once the entire mapping is complete, the OpenGL 
library performs all of the necessary interpolations to define 
each pixel in the final image. OpenGL can be directed to 
handle the interpolations in two basic ways: nearest and 
linear. Using the nearest option, the library finds the data 
point in the texture (the B-mode data) and uses its value for 
the value of the pixel, just like the nearest neighbor 
algorithm. Similarly the linear option directs the library to 
perform bilinear interpolation using the four closest data 
points in the texture. In this implementation the linear option 
(bilinear interpolation) is used. Since the interpolation occurs 
within the OpenGL library this implementation can leverage 
the processing power of the graphics hardware of the PC. 
Furthermore, OpenGL is platform independent and can 
interact with the graphics hardware of any standard PC. 
These advantages should provide better throughput for the 
radar display system. This method of implementation has 
taken on average 0.02 seconds per frame. 

CONCLUSION 
A GPU accelerated software based scan converter 

for radar display with rich graphic features is achieved using 
Texture mapping feature of OpenGL library. The software 
code implementation for the radar display for 4096 ACPs 
was successfully written using the above stated algorithm. It 
was run and tested on visual studio 2008 express version, 
with help of default radar data input files. In terms of 
throughput the new OpenGL algorithm is much faster than 
the traditional linear interpolation and bilinear interpolation 
algorithms. By leveraging the power of the graphics system 
of the PC the OpenGL algorithm is not only able to provide 
more throughput, it off-loads most of the work from the 
general purpose CPU. With the performance bottleneck of 
scan conversion pushed onto the GPU, the CPU is now free 
to perform other operations necessary for the Radar Display 
System such as handling user input, or data management. 
Using OpenGL is not only a relatively easy way to 
implement a radar scan converter, it is a much more efficient 
use of a systems resources. 
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